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Introduction

Sometimes my friends and colleagues used to ask me from where they can start learning PowerShell to
which | never had a good answer. Even if | could come up with some points, they always found it difficult
to search for the content which they can understand easily. Another challenge they faced was the order
in which they should read the topics.

Keeping myself in place of a beginner, | have written this eBook in a way which could be easily
understood. | have also added some practice questions that can help in understanding the actual
concept behind the various topics, the answers for which can be found at the end.

| hope this guide can help all levels up-level this skill. After following this eBook | hope you will not
consider yourself a beginner!

| have also mentioned some tips from my personal experience. | hope you have found them helpful. If

| like to thank my mentor Vikas Sukhija who not only helped me understanding PowerShell but also
promoted me to learn it.



About the Author

Alex is an expert in various Messaging technologies like Microsoft Exchange, 0365, IronPort, Symantec
Messaging Gateway. He is passionate about PowerShell scripting and like to automate day to day
activities to improve efficiency and overall productivity.
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1. How to Use This eBook

This eBook contains all the essential information that is required for a beginner to start writing
their own scripts. To fully utilize the eBook, please go through each chapter one by one. The
topics have been explained using an example so that one can easily understand. A small practice
guestion is available after the topic so that you can try out what you have learnt and if any
assistance is required, the answers can be found at the end of the eBook.

What is PowerShell?

In the modern world, everyone is striving towards automation. For an Administrator, performing
same repetitive tasks can become monotonous which in turn not only reduces the efficiency but
can also leads to errors.

PowerShell is an interactive command line tool through which you can automate such mundane
tasks. You can execute programs known as ‘script (saved as .ps1 file)’ which contains various
cmdlets for the respective task.

What is a cmdlet?
A cmdlet is simply a command through which you can perform an action. The two most helpful
cmdlets that everyone should be aware of are:

e Get-Command

e Get-Help

Using the cmdlet ‘Get-Command’, you can find all the available cmdlets even if you do not know
the exact cmdlet. For example, you want to restart a service from PowerShell, but you do not
know the cmdlet. Although you can assume that it may contain the word ‘service’.

In the below screenshot, you found all the available cmdlets that contain the word ‘service’ and
therefore, found the cmdlet to restart a service.

PS C:\WINDOWS\system32> Get-Command *Service*

Name Version Source
Get-NetFirewallServiceFilter
Set-NetFirewallServiceFilter
Get-Serv
New-Sery
New-WebSe
Restart-Ser
Resume-Serv.
Set-Service
Start-Servi
Stop-Ser
Suspend-Service
pplication iaStorAfsSery

NetSecurity
NetSecurity
Microsoft.PowerShell.Management
Microsoft.PowerShell.Management
Microsoft.PowerShell.Management
Microsoft.PowerShell.Management
Microsoft.PowerShell.Management
Microsoft.PowerShell.Management
Microsoft.PowerShell.Management
Microsoft.PowerShell.Management
Microsoft.PowerShell.Management
\WINDOWS\system32\iaStorAfsService.exe
pplication SecurityHealthService.exe \WINDOWS\system32\SecurityHealthServ. .
pplication SensorDataService.exe \WINDOWS\system32'\SensorDataService. exe
pplication ser exe \WINDOWSYsystem32\services.exe
pplication ser .8.8. \WINDOWS\system32\ser es.msc
pplication TieringEngineService.exe 18.0.19... \WINDOWS\system32\TieringEngineServi...
pplication Windows.WARP.JITService.exe .8.8. \WINDOWS\system32\Windows . WARP.1ITSe. ..
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But how can you make use of this cmdlet? You can find more information about it using the
cmdlet ‘Get-Help’.

This provides the basic information about the cmdlet and what all parameters can be used in it.

PS C:\WINDOWS\system3: et-Help Restart-Service

NAME
Restart-Service

SYNTAX
Restart-Service [-InputObject] <ServiceController[]> [-Force] [-PassThru] [-Include <string[]>] [-Exclude
<string[]>] [-WhatIf] [-Confirm] [<CommonParameters:]

Restart-Service [-Name] <string[]> [-Force] [-PassThru] [-Include <string[]»] [-Exclude <string[]>] [-WhatIf]

[-Confirm] [<CommonParameter
Restart-Service -DisplayName <string[]> [-Force] [-PassThru] [-Include <string[]>] [-Exclude <string[]»] [-WhatIf]

[-Confirm] [<CommonParameters>]

LIASES
None

EREMARKS
Get-Help cannot find the Help files for this cmdlet on this computer. It is displaying only partial help.
To download and install Help files for the module that includes this cmdlet, use Update-Help.
To view the Help topic for this cmdlet online, type: "Get-Help Restart-Service -Online" or
1 go to https://go.microsoft.com/fwlink/?LinkID=113385.

If you want to find the MS article about a cmdlet, just add the parameter ‘-Online’ at the end
and it will open the MS page in the browser.

Restart-Service

e (Microsoft.Power X +

C & docs.microsoft.com/en-us/powershell/module/microsoft powershell. management/restart-service?view=powershell-6

EX¥ Administrator: Windows PowerShell

= Microsoft | Docs Documentation Learn Q&A  Code Samples

PowerShell Module Browser APl Reference VS Code Extension  PowerShell Gallery S C:\W Get-Help Restart-Service
- '

Docs / PowerShell / Scripting / Reference / Microsoft.PowerShell. Management / Restart-Service

Version Restart-Service

PowerShell 6 Module: Microsoft.PowerShell. Management

' Search .
Stops and then starts one or more services.

nestan L

Restart-Service

Resume-Service



PowerShell vs PowerShell ISE

Now you know how you can execute a program or a cmdlet in PowerShell but where should you
write a program. You can do it in PowerShell ISE.

¥ Administrator: Windows PowerShell ISE
File Edit View Tools Debug Add-ons Help

S~ 0 » ' B|s 8|8 oco|@&mE.

Untitled1.ps1* X

1 Write-Host "I want to Tearn PowerShell" -ForegroundColor Green

PS C:\WINDOWS\system32> Write-Host "I want to learn PowerShell" -ForegroundColor Green
I want to n hell

PS C:\WINDOWS\system32> |

2. Variable

Any character that has a symbol ‘S’ in front of it becomes a variable. A variable comes in play
when you need to store a value so that you can make use of it later in the script.eg
You have 2 values ‘10’ and ‘4’ and you must perform 3 functions on it, like addition, subtraction,
multiplication. So, there are 2 ways to perform this task
(a) 10+4, 10-4, 10*4
(b) Sa=10

Sb=4

Sa+Sb

Sa-Sb

$a *Sb

- Sa+ib

= fa-3b
= %a*%b




3. Data Types in PowerShell
There are different data types in PowerShell that include integers, floating point values, strings,
Booleans, and datetime values which are like what you use in our daily life. The GetType method
returns the current data type of the given variable.

v . GetType()

ic IsSerial Name

True Int32

v . GetType()
IsSerial Name

True String

Variables may be converted from one type to another by explicit conversion.

owAA
I B |

[int3:

k2 T M T

LA

> [float]$v

LA -
1

> [string]$v

> [boolean]$v

P
1
P
1
p
-
P

(¥ B T ¥ T

> [datetime]$v

89 January 2020 00:00:00

e Integer: Itis of the type ‘whole number’. Any decimal value is rounded off.

e Floating Point: The value is of decimal type.

e String: As the name suggests, it is used for storing letters and characters.

e Boolean: This value can be either True or False. If it is existing, then it is True otherwise it’ll be
False.

e DateTime: As the name suggests, it is of the type of date and time.



4. Arrays

Arrays are most often used to contain a list of values, such as a list of usernames or cities.
PowerShell arrays can be defined by wrapping a list of items in parentheses and prefacing with
the ‘@’ symbol. Eg

SnameArray = @("John","Joe","Mary")

I[tems within an array can be accessed using their numerical index, beginning with 0, within
square brackets like so: SnameArray[0]. Eg

SnameArray[0] will be the first value in the array, ie “John”

SnameArray[1] will be the second value in the array, ie “Joe”

= SnameArray = @( John","Joe","Mary™)
= SnameArray[0]
= FnameArray[1]

MUsershacer> Snamedrray[2]

D\Usershacer=

In simple terms, an array is like a column in excel containing similar type of data.

Name
John
Joe
Mary

Practice 1: Create arrays 1 and 2 as below. The 3™ array should show the sum of each corresponding
value inarray 1 and 2.

Arrayl Array2 Array3
1 4 5

5 7

3 6 9

Note: Make use of the concept of concatenation. Our focus should be to understand how indexing
happens in an array and how you can make use of it to achieve the above task.

In case of queries, please check the answer section.



5. Hashtable

A more advanced form of array, known as a hashtable, is assigned with squiggly brackets
prefaced by the ‘@’ sign. While arrays are typically (but not always) used to contain similar data,
hashtables are better suited for related (rather than similar) data. Individual items within a
hashtable are named rather than assigned a numerical index, eg

Suser=@{FirstName="John"; LastName="Smith"; Middlelnitial="J)"; Age=40}

Items within a hashtable are easily accessed using the variable and the key name. eg
Suser.LastName will return the value ”Smith”.

= suser=@{FirstMame="John"; LastName="5Smith"; MiddleInit1al="1"; Age=40}
= Suser.tirstname

= Suser.

=

» Suser.middleinitial

(]

= Suser.age

= = =]
(=R ]
™

To easily understand hashtables, you can relate it to the following example.

As per the below example, you have a table in which the first column contains as “FirstName”,
the second column contains the “LastName”, the third column contains the “Middlelnitial” and
the fourth column contains the “Age”.

FirstName | LastName | Middlelnitial | Age
John Smith D 40
Joe Parker L 32
Gary Smith N 25

Now if you store the above table in a hashtable “Suser”, then in order to call the first column
you would have to run the command “Suser.FirstName” and it will list out all the first names in
column 1.

> Suser=@{Fi1rstName="John","Joe™, "Garry"; LastName="5mith","Parker”,"Smi1th"; MiddleIniti1al="D

= Suser

L, N}
ith, Parker, Smith?}

> Suser.FirstMame

> Juser.LastName




Practice 2: Create 2 hashtables as below and the third hashtable should be calculated as (DaysWorked *

SalaryPerDay).

Hashtable 1
Name | DaysWorked
John 12
Joe 20
Mary 18

Hashtable 2 Hashtable 3
Name | SalaryPerDay Name | Salary
John 100 John 1200
Joe 120 Joe 2400
Mary 150 Mary 2700

In case of queries, please check the answer section.

6. Wildcards

Wildcards are something which you can use to match partial values instead of exact values.
The “*" wildcard will match zero or more characters.
The ‘? wildcard will match a single character.

PS C:\>
Status

Stopped

PS C:\>

Stopped
Running
Stopped
Stopped
Stopped
Stopped

PS C:\>

Stopped
Running
Stopped
Stopped
Stopped
Running
Stopped
Stopped
Stopped
Stopped
Stopped
Running
Running
Stopped
Stopped

Get-Service ALG

Name

ALG

Get-Service App*

Name
AppIDSvc
Appinfo
AppMgmt
AppReadiness
AppvClient
AppXSvc

Get-Service A*

Name
Aarsvc_8bcch
AdobeARMservice
AJRouter

ALG

AppIDSvC
Appinfo
AppMgmt
AppReadiness
AppVClient
AppXSvC

AssignedAccessM. . .
AudioEndpointBu. ..

Audiosrv
autotimesvc
AxXInstsSV

DisplayName

Application Layer Gateway Service

DisplayName

Application Identity

Application Information
Application Management

App Readiness

Microsoft App-v Client

AppX Deployment Service (AppXSVC)

DisplayName

Agent Activation Runtime_8bcch
Adobe Acrobat Update Service
AllJoyn Router Service
Application Layer Gateway Service
Application Identity

Application Information
Application Management

App Readiness

Microsoft App-V Client

AppX Deployment Service (AppXSvC)
AssignedAccessManager Service
windows Audio Endpoint Builder
wWindows Audio

Cellular Time

ActiveX Installer (AxInstsv)

1

(Vo VIS

| Untitled1.ps1* %

Get-Service ALG
Get-Service App*

Get-Service A%

In the first case, you are checking for the exact service with the name “ALG”. In the second case, you
want to find out the services whose name starts with “App”, therefore you added wildcard “*” at the



end of it. In this way PowerShell will look for services that starts with “App” and can have anything after
that. Similarly, in the third case you are looking for all the services whose name starts with “A”.

[m-n] Match a range of characters from ‘m to n’, so [f-m]ake will match fake/jake/make
[abc] Match a set of characters a,b,c.., so [fm]ake will match fake/make
7. Pipeline or pipe “|”
Each pipeline operator sends the results of the preceding command to the next command. The

output of the first command can be sent for processing as input to the second command.
Example can be seen in the next point.



Format List, Format Table, Select/Select-Object

Sometimes when you execute a command, all the information may not show up directly. To
retrieve all the information, you can make use of ‘format-list’ or ‘fI’ in short.

: DateTime

: 13/065/2020 00:00:00
: 13

: Wednesday

Millisecond :
Minute

Get-Date | Format-List

DisplayHint : DateTime
: 13/85/2020 00:00:00
113
: Wednesday
: 134
: 17
Local
Millisecond :
Minute

In the example, you can see that when you run ‘Get-Date’ command, all information does not
show up. To get all the details, you first executed the command ‘Get-Date’ followed by the
pipeline operator ‘|’ which takes the output of the preceding command, followed by FL which
‘lists” all the information.



When you do a ‘Format-List’, you get the default view which shows a certain set of attributes. If
you would like to view all the attributes, then add the wildcard ‘*" after ‘Format-List’ to view all
of them. Example,

PS5 C:\WINDOWS\sys

Name : BITS

DisplayMame : Background Intelligent Transfer Service
Status : Stopped

DependentServices @ {}

ServicesDependedOn : {RpcSs}

CanPauseAndContinue : False

CanShutdown : False

CanStop : False

Servicelype : Win325hareProcess

PS C:\WINDOWS\system32> Get-Ser : | Format-List

lName : BITS
RequiredServices : {RpcSs}
CanPauseAndContinue : False

CanShutdown : False

CanStop : False

DisplayMame : Background Intelligent Transfer Service
DependentServices @ {}

Machinelame E -

ServiceName : BITS
ServicesDependedOn : {RpcSs}
ServiceHandle : SafeServiceHandle
Status : Stopped
Servicelype : Win32ShareProcess
StartType : Manual

Site :

Container

Now, there could be a case where there are lots of attributes, but you only need to view the
attributes that contains a word, example ‘Name’. Then instead of manually searching through all
the attributes, we can quickly do so in the following way.

PS C:\WINDOWS‘\system32> Get-Service BITS | Format-List *name*

Name : BITS

DisplayMame : Background Intelligent Transfer Service
MachineName
ServiceMame : BITS




Now, if you want the information to show up in the format of a table, you can make use of
‘Format-Table’ or ‘FT'.

PS C:'\>» Get-Date

jint Dat ) 0 + Hour  Kind Mil

17 Local

17 Local

Additional parameters that can be used with Format-Table
e ‘AutoSize’ or ‘Auto’: Sometimes when there is a lot of information to be displayed, the
output is truncated. If you specify ‘-AutoSize’ or ‘-Auto’ after ‘Format-Table’, the
information is properly displayed by increasing the width of the column automatically.
Example, while searching for the service ‘BITS’, the display name is truncated as it is
quite long.
PS C:\WINDOWS\system32> Get-Service BITS

DisplayName

Background Intelligent Transfer Ser...

Stopped BITS Background Intelligent Transfer Service

e BITS | Format-Table

Stopped BITS Background Intelligent Transfer Serwvice




e ‘Sort-Object’ or ‘Sort’: Data becomes quite easy to view when it is sorted. To sort data,
you can make use of this parameter. Example, if you want to sort data based on an
attribute, you can do it as below.

Name

AarSvc_3283F AarSvc_3283F

AdobeARMservice Adobe Acrobat Update Service
AESMService Intel® SGX AESM

AJRouter AllJoyn Router Service

ALG Application Layer Gateway Service
AntiVirMailService Avira Mail Protection
AntivirProtecte... Avira Protected Service
AntiVirSchedule... Avira Scheduler

AntiVirService Avira Real-Time Protection
AntiVirlWebService Avira Web Protection

AppIDSvc Application Identity

Appinfo Application Information
AppReadiness App Readiness

AppXSvc AppX Deployment Service (AppXSVC)
AudioEndpointBu... Windows Audio Endpoint Builder
Audiosrv Windows Audio

autotimesvc Cellular Time
Avira.ServiceHost Awvira Service Host
AviraOptimizerHost Avira Optimizer Host
AviraPhantomVPN Avira Phantom VPN
AviraSecurity Avira Security
AviraUpdaterSer... Avira Updater Service
AxInstSV ActiveX Installer (AxInstSV)

S C:\WINDOWS\system32> Get-Service a* | Sort-Object Status

Name DisplayName

AppIDSvc Application Identity
AntiVirWeb5ervice Avira Web Protection

AxInstSV ActiveX Installer (AxInstSV)
autotimesvc Cellular Time

AppReadiness App Readiness
AntiVirMailSerwvice Avira Mail Protection

ALG Application Layer Gateway Service
AarSvc_3283f AarSvc_3283f

AJRouter AlllJoyn Router Service
AviraOptimizerHost Avira Optimizer Host

Appinfo Application Information
Avira.ServiceHost Avira Service Host
AviraSecurity Avira Security
AviralUpdaterSer... Avira Updater Service
AviraPhantomVPN Avira Phantom VPN

Audiosrv Windows Audio

AntiVirService Avira Real-Time Protection
AntiVirSchedule. .. Avira Scheduler
AntivirProtecte... Avira Protected Serwvice
AESMService Intel® SGX AESM
AudioEndpointBu... Windows Audio Endpoint Builder
AppXSvc AppX Deployment Service (AppXSVC)
AdobeARMservice Adobe Acrobat Update Service




Using FT and FL, you can only display the data/information, but it cannot be used to capture the
information provided by the command. To use the information provided by a command, you
need to make use of ‘Select or Select-Object’

C:\> Get-Service Eventlog
Status Name

Running Eventlog Windows Event Log

e Eventlog | f1

: Eventlog
DisplayName : Windows Event Log
Status : Runni
DependentServices : {Wecsvc, NcdAutoSetup, AppVClient, netprofm...}
ServicesDependedOn : {}
CanPauseAndContinue :
CanShutdown
CanStop g
ServiceType : Win320wnProcess, Win32ShareProcess

e Eventlog | Select Name,Status

Status

EventLog Running

In this example, you can see that if you want to capture only specific details about a command,
you can make use of ‘Select’. The ‘Get-Service’ command provides a lot of info or parameters
and if you want to capture only specific parameters then you can mention them with ‘Select’.

9. Read-Host and Write-Host

If you are writing a script that requires an input from the user then you can make use of the
cmdlet ‘Read-Host’. Using this cmdlet, you can ask a question, for which the user can input any
answer. This answer can then be saved in a variable which can be further used in the script.

LN Administrator: Windows PowerShell

12:39
Fa
Dz W) P OENG 02/09/2020



The Write-Host cmdlet can be used to display information in the console. Its handy while
troubleshooting/monitoring a script to identify till which step the script has executed.

Green

1 H=

Yellow

i.
C:

[
M

Jin

Practice 3: Ask a question “What is your name” and then display the answer provided in “Green” color.

In case of queries, please check the answer section.

10. If/Then

This the simplest form of decision making in PowerShell. It basically works like this: Something is
compared with something and depending on the comparison do this activity.

The comparison statement must have a logical response of either TRUE or FALSE. Think of itas a
yes or no question. Example,

10
E

(51 -gt $3)

greater than $3"

greater than 31"

Similarly, if you have more than 2 conditions, you can involve ‘elseif’ as well. Example,

If (comparison 1)

{
Then Action 1

}

Elseif (comparison 2)

{
Then Action 2

}
Else

{
Then Action 3

}



Comparison Operators

The following operators are all Case-Insensitive by default:

"-eq" Equal

"-ne" Not equal

"-ge" Greater than or equal

"-gt" Greater than

"ot Less than

"-le" Less than or equal

"-like" Wildcard comparison

"-notlike" Wildcard comparison

"-match" Regular expression comparison

"-notmatch" Regular expression comparison

"-replace" Replace operator

"-contains" Containment operator

"-notcontains" | Containment operator

"-shl" Shift bits left (PowerShell 3.0)

"-shr" Shift bits right — preserves sign for signed values.(PowerShell 3.0)
"-in" Like —contains, but with the operands reversed.(PowerShell 3.0)
"-notin" Like —notcontains, but with the operands reversed.(PowerShell 3.0)

To perform a Case-Sensitive comparison just prefix any of the above with "c"
eg -ceq for case-sensitive Equals or -creplace for case-sensitive replace.
Comparison of types:

-is Is of a type

"-isnot" | Is not of a type

-as

As a type, no error if conversion fails

Logical Operators:

"-and" Logical And

Logical Or

-not" logical not

logical not




Example, let us find the status of the service ‘Spooler’ and give the output as ‘Service is Good’ if it is in
the ‘Running’ state and as ‘Service is Bad’ if it is in Stopped state.

Before starting let us validate the current status first.

C:\> Get-Service Spooler

Status  Name DisplaylName

Running Spooler Print Spooler

$service = Get-Service Spooler | Select Status

1

2

3  if(8service.status -eq "Running")

4 =

5 Write-Host "Service is Good" -ForegroundColor Green
6

7 elseif($service.status -eq "Stopped™)

8 £

9 Write-Host "Service is Bad" -ForegroundColor Red
10 1

11

PS C:\> $service = Get-Service Spooler | Select Status
if($service.Status -eq "Running™)
{

Write-Host "Service is Good" -ForegroundColor Green
.

1
elseif($service.status -eq "Stopped™)

Write-Host "Service is Bad" -ForegroundColor Red

Let us understand what is happening in the background.

i In line 1, the status of the service ‘Spooler’ is saved in the variable Sservice. Please note that
you are only saving 1 attribute ‘Status’ using ‘Select’ instead of saving all attributes.

ii. In line 3, the ‘if’ condition is checking whether the status attribute in variable Sservice is
equal to value “Running” which you know is the same. Therefore, the execution goes to line
5 and the output is displayed as ‘Service is Good'.



Let us check another service ‘Fax’ (current status ‘Stopped’) and display our output accordingly.

PS C:\> Get-Service Fax

Status  Name DisplayName

Stopped Fax

fservice = Get-Service Fax select Status

if($service.5tatus -eqg "Running")
- {

Write-Host "Service is Good" -ForegroundColor Green

elseif($service.status -eq "Stopped")|
= 1
Write-Host "Service is Bad" -ForegroundColor Red

}

= DWW 00 L e

- =

PS C:\> $service = Get-Service Fax | Select Status
if($service.Status -eq "Running™)
{

Write-Host "Service is Good" -ForegroundColor Green
R

1
elseif($service.status -eq "Stopped™)

{

Write-Host "Service is Bad" -ForegroundColor Red
1
i |

i Once the status is saved in the variable Sservice, the ‘if’ condition is checked in line 3. You
can see that the service is in stopped state, therefore the execution skips the action written
in the ‘if part (line 4,5,6) and moves on to line 7 where it checks the ‘elseif’ condition.

ii. Since this condition is being met, the execution moves to the action written in the ‘elseif’
part and therefore, the output is displayed as ‘Service is Bad’.

Note: In a scenario where none of the conditions are met, no output will be displayed.

Example, there is a typo in the conditions due to which none of them are true. Therefore, no output is
displayed.



Yservice = Get-Service Fax select Status

1

2

3  if(8service.Status -eq "RunnNing")

4 =

5 Write-Host "Service is Good" -ForegroundColor Green
]

7 elseif($service.status -eq "StoppPed")

8 = {

9 Write-Host "Service is Bad" -ForegroundColor Red
10

11

PS C:\> $service = Get-Service Fax | Select Status

if($service.Status -eq "RunnNing")

{

Write-Host "Service is Good" -ForegroundColor Green
1

1
elseif($service.status -eq "StoppPed")

{

Write-Host "Service is Bad" -ForegroundColor Red
R

I

PS C:\>

Practice 4:

i Ask the user for 2 values and then compare them and then display the value which is bigger in
the form as “The higher number is : X"

ii. Display the menu as below and ask the user to select the country. Based on the choice entered,
display the corresponding country’s capital.

Select Country :
1 : India

2 : Australia

3 : China

.
Please select
India's capit

is New Delhi

11. Loops

Loops are the most important feature that are used to automate/action bulk activities.

11.1. ForEach() loop
This is the most used loop in PowerShell and can be used most of the times to serve our
purpose.
Example, you need to find the status of the few services that are saved in a text/CSV file.



» This PC » Local Disk (C) > temp

o~

Name

=l Services.txt

_| Services.txt - Notepad

File Edit Format View Help
n storsvc

Vaultsvc

Spooler

Schedule|

$result = @0 ## Empty table to store the

information

$services = Get-Content C:\Temp\Services.txt ## List of services whose status has
## to be checked

foreach($s in $services)
$data = $null

$data = Get-Service $s | Select Name,Status
$result += $data

$result

Checking status service : StorSvc
Checking status service : VaultSvc
Checking status service : Spooler
Checking status service : Schedule

Name Status
Storsvc Running
VaultSvc Running
Spooler Running
Schedule Running

Let us understand how the loop is working in the background:

You first need to save the list of users or any data that must be worked upon in an array. In our
case, you imported the data present in the txt file using the cmdlet ‘Get-Content’ and saved it in
an array ‘Sservices’.

Now, let us first understand the syntax of this loop.

foreach(Ss in Sservices)

{

code

}

When you write the foreach statement, the first object is a temporary variable ‘Ss’ followed by
the operator ‘in’, followed by the array in which the data is stored ‘Sservices’.



In our case you have 4 services saved in the array, so our loop will run 4 times because the
purpose of this loop is to pick up the value present in the array one by one and perform the task
that is mentioned in the code written between the curly braces.

So, in the background the following 4 steps would be happening:

l. In the first iteration, $s will pick the first value stored in Sservices which is ‘StorSvc’ and check

for its status.

Il In the second iteration, $s will pick the second value stored in Sservices which is ‘VaultSvc’ and
check for its status.

1. In the third iteration, $s will pick the third value stored in Sservices which is ‘Spooler’ and check
for its status.

V. In the fourth and last iteration, Ss will pick the first value stored in Sservices which is ‘Schedule’
and check for its status.
Another way of writing the same foreach loop is as below:

$result = @O ## Empty table to store the
information ) ) ]
$services = Get-Content C:\Temp\Services.txt ## List of services whose status has

## to be checked

$services | foreach{

Write-Host "Checking status of service : "$_
$data = $null )
$data = Get-Service $_ | Select Name,Status
$result += $data

}

$result

In the above code, instead of using a temporary variable you are making use of a pipeline
variable ‘S_’ which is performs the same role as a temporary role. This pipeline variable is used
in ‘where’ command as well and servers the same purpose.

Practice 6: Create the below CSV and save it locally on your computer.

Name Age

John 8
Joe 12
Mary 7
Tom 15
Lily 16
Emily 9

Now import this CSV in PowerShell.

Our result should be a table which should contain the name of the student and mention whether they
are in Junior School (Age between 4-10) or in Senior School (Age between 11-17).



Name School
John Junior
Joe Senior
Mary Junior
Tom Senior
Lily Senior
Emily Junior

Once the above table has been created, export it to a CSV on your local computer.

11.2. For Loop
This loop is used in case you require a counter, ie if you want to run the loop for ‘n’ number of
times.

for{‘($1’ =1; $i -le 10 ; $i++)

Write-Host "Current value : "$i -ForegroundColor Green

1
g

Now, let us see how this loop is working. The syntax includes 3 parts and each part is separated by a
semi colon ‘;.

for(1% part ; 2™ part ; 3 part)
{
Code



As per
Part | example Explanation

It is the initiation in which you must define the value from which the loop should
1 Si=1 start.

It is the condition that is checked after 1st part is completed. If it is true, the code
2 Si-le 10 written inside the curly braces is executed.

Once all the code has been executed, the execution will now come to this part which
is generally incrementing/decrementing the value that was defined in the first part.
In our case, you are incrementing Si which will update the value to 2.

After this step, the execution will go back to Part 2. Therefore, for the rest of the

3 Si++ loop, the execution will move between parts 2 and 3 till the condition in Part 2 fails

Practice 7:

Suppose there are 20 students (Roll Number 1-20) and they must be randomly assigned a group out of 4
colors (Red, Green, Yellow, Blue). The output table should look like something like below but please note
that the color assigned should be random to each student.

RolINumber | Group
Red
Yellow
Blue
Red
Green
Yellow
11.3. While Loop
This loop also works based on a condition and can be used in scenarios where a counter must be
used or in a situation where a change of state must be monitored.
The while statement runs a statement list zero or more times based on the results of a
conditional test. The syntax of this loop is pretty simple.
while(condition)
{
Code
}

AN | IWIN|(F

Ps C:\::- $‘| =0
?hi1e($i -1t 3)

Write-Host "Current value is :
$irs

$i -ForegroundColor Yellow

Current Value is :
Current Value is :
Current Value is :




PS5 C:\> while(Get-Service Fax | 7?{%_.Status -eq “"Stopped”})
{

Write-Host “Stopped” -ForegroundColor Red
Start-Sleep -Seconds 2

In the above example, the ‘fax’ service is being monitored till the status remains ‘Stopped’. Once
the status changes, the loop will stop as well.

Practice 8:

Open 3 instances of ‘Notepad’ on your machine. Write a code that should display that ‘Notepad is
running’ till it is open. Start closing notepad one by one and once all 3 are closed, the loop should end.
is running
is running
is running
is running

is running
is running
is running
PS C:\WINDOWS\system32>

11.4. Do While Loop

A ‘Do While” will execute at least once before validating the condition, even if the condition is
True in the first iteration, the loop will still execute once.
This loop works based on the positive result of the condition.
The syntax of the loop is as below:
Do

{

Code
Jwhile(Condition)

PS C:\> $i =0
do

{
Write-Host "Current Value is : "$i -ForegroundColor Cyan
$i++

Iwhile($i -1t 3)

Current Value is

Current Value is
Current Value is




In the above example, Si starts with value 0 which is printed once then it comes to the ‘while’
condition. It checks whether Si is less than 3 which is false, hence the execution goes back to the
code inside the ‘do’ loop. The code is executed, and the condition is checked and so on till the
condition becomes true and it stops.

Practice 9:

Open 3 instances of notepad. Write a code using ‘do while’ loop which should display “Notepad is
running” but an interval of 1 second. Once all the instances have been closed, it should stop displaying
that “Notepad is running”. At the end, it should also show the number of times, the statement was
displayed.

is running
is running
is running
is running
is running
is running
is running

is running

is running

is running

is running
PS C:\WINDOWS\system32>
11
PS C:\WINDOWS\system32>

11.5. Do Until Loop

A ‘Do Until’ will execute at least once before validating the condition, even if the condition is
True in the first iteration, the loop will still execute once.
The syntax of the loop is as below:
Do

{

Code
JUntil(Condition)

PS C:\> $i =0

do

{
Write-Host "Current value is : "$i -ForegroundColor Yellow
$iet

Juntil($i -ge 3)

Current Value 1is :
Current Value 1is :
Current Value 1is :




This loop works like ‘Do While’ with the only difference that it based on the negative result of
the condition.

Practice 10: Perform the same task as completed in ‘Do While’ loop but now using ‘Do Until’ loop.

Some other important statements that could be useful in a loop are as below:

e Continue
The continue statement immediately returns script flow to the top of the innermost While, Do,
For, or ForEach loop. It does not execute the rest of the lines in that loop.

$processes = Get-Process
foreach($process in $processes)

Write-Host "Process : "$process -ForegroundColor Yellow
]'{f($process.PM / 1024 / 1024 -Te 100)

continue

v

write-Host ('Process
ForegroundColor Green

+ $process.Name + ' 1is using more than 100 MB RAM.') -

In the above example, all the processes running on your system is saved in Sprocesses. A
foreach loop is executed on it which checks each process one by one.

The ‘continue’ statement is added in the ‘if’ condition where it is checking whether the process
is utilizing more than 100MB RAM or not.

In case the process is not utilizing more than 100MB RAM, the ‘if’ condition will be ‘True’ and
the ‘continue’ statement will take the script flow back to the top to pick up the next process.

In case the process is utilizing more than 100MB RAM, the ‘if’ condition will fail and the
statement in green will be displayed.

Small snippet of the code:

Yellow

s . Name ) Green

m.Di ti s (ApplicationFrameHost)
.Di
m.Di i ss (browserhost)
m.Di i rome )
m.Di i (chrome)
m.Di i (chrome)

i (chrome)

chrome)

(chrome)
.Diagnostics.Process (chrome)
m.Diagnosti Pro (chrom




e Break
The break statement causes Windows PowerShell to immediately exit the innermost While, Do,
For, or ForEach loop or Switch code block.

$processes = Get-Process
foreach($process in $processes)

}f($process.PM / 1024 / 1024 -gt 100)
write-Host ('Process ' + $process.Name + ' is using more than 100 MB RAM.') -

ForegroundColor Red
break

e Exit
Exit causes Windows PowerShell to exit a script or a Windows PowerShell instance.
if(<some fatal error>)

Exit <optional return code>

12. Where/Where-Object

The ‘where’ command is used to look for information that is being passed/provided by the
previous command. Example, using the command ‘Get-Service’ you can find the information
about the services on our system. But if you only want to focus on services that are in ‘Stopped’
state then you can use the ‘where’ command.

EN Administrator: Windows PowerShell

Get-Service | where{$ .status

Name DisplayName

AarSvc_3283f

AJRouter AllJoyn Router Service

ALG Application Layer Gateway Service
AntiVirMailService Avira Mail Protection
AntiVirlWebService Avira Web Protection

AppIDSvc Application Identity
AppReadiness App Readiness

Now you can also make use of other logical operators and comparison operators as discussed in
the previous point. Example, using the logical operator ‘and’, comparison operator ‘like’ and
wildcard ‘¥, you were able to find the services whose name starts with ‘A’ and which are in
‘Stopped’ state.



LN Administrator: Windows PowerShell

> Get-Service | where{$ .status

Name

AarSvec 3283
AJRouter
ALG

AntiVirMailService
AntiVirkWebService

AppIDSvc
AppReadiness
autotimeswvc
AxInstsV

traditional way.

DisplayMName

AarSvc 3283

AllJoyn Router Serwvice
Application Layer Gateway Service
Avira Mail Protection

fvira Web Protection

Application Identity

App Readiness

Cellular Time

ActiveX Installer (AxInstSV)

There is another way to execute a ‘where’ command which is a bit faster as compared to the

Get-Service).where({% .name

Name
AdobeARMservice
AJRouter

ALG

AppIDSvc
Appinfo

AppMgmt
AppReadiness
AppVClient
AppXSvc

AssignedAccessM. ..
AudioEndpointBu. ..

Audiosrv
AxInstsV

DisplayName

Adobe Acrobat Update Serwvice
AllJoyn Router Serwvice
Application Layer Gateway Serwvice
Application Identity

Application Information
Application Management

App Readiness

Microsoft App-V Client

AppX Deployment Service (AppXSVC)
AssignedAccessManager Serwvice
Windows Audio Endpoint Builder
Windows Audio

ActiveX Installer (AxInstSV)

$ .name

The short form for ‘where’ is “?” and can be used by simply replacing the word ‘where’ with ‘¥

Practice 5:

i Open two instances of notepad on your machine and find their Process ID. The output
should only show the “Process Name” and “Id”.

ii. Create a folder “C:\Temp\Test” and copy paste any one sample CSV and two TXT file in it.
First show the total files in the folder and then find only the csv file in it and display its size
in KB and MB as shown in the screenshot.



Directory: C:\temp\test

LastWriteTime Length

5/31/2020 12:44 PM Notepadl. txt
5/31/2020 12:44 PM 675854 Notepad2.txt
5/29/2020 2:29 PM 1177861 SampleFile.csv

FileName : SampleFile.csv
Size in KB : 1150.2548828125
Size in MB : 1.12329578399658

13. Switch

The switch command is generally preferred when you must perform an action based on a list
like in case of a menu. The same task can be performed using multiple ‘if and else’ but it
becomes simpler when you use a ‘switch’ command. Example

write-Host "Check Service Status' -ForegroundColor Green

write-Host "1: Check status of windows Audio service" -ForegroundColor Yellow
write-Host "2: Check status of Print Spooler service" -ForegroundColor Yellow
Write-Host "3: Check status of Netlogon service" -ForegroundColor Yellow
$choice = Read-Host "Please enter your choice"

switch($choice)

Get-Service Audiosrv

{

3

{ .
Get-Service Spooler

3

{ .
Get-Service Netlogon

3

ce Status
status of Windows Audio service
: Check status of Print Spooler service
3: Check status of Netlogon service
Please enter your choice: 1

Status  Name DisplayName

Running Audiosrv windows Audio

In the above example, you have a menu which gives us the options to check 3 types of services,
this is displayed using ‘Write-Host’. You are then asked for our choice which is stored in a



variable using ‘Read-Host’. The ‘switch’ command uses the variable which will contain our
choice or the value on which you must check upon. In our case, you have three options ‘1’,’2' &
‘3’, therefore you have 3 conditions/cases in our ‘switch’.

The syntax of a switch command is quite simple and is of the form:

switch(variable containing choice)

{

Condition 1 or Choice 1
{ Action }

Condition 2 or Choice 2
{ Action }

Practice 11: Ask user to first enter 2 numbers and then publish a menu to ask which action should be
performed on them.

Enter first number: 4
Enter second number: 6
Calculator

1: Addition

2: Subtraction

3: Division

4: Multiplication
Enter your choice: 1
Sum is : 10

Make use of different data types to involve calculation for values that contain a decimal point.

14. Functions

You have learnt the basics of PowerShell and you should now be able to write most of the
scripts if you have successfully understood the logic behind the practice questions.
Once you get a hang of things and you start writing scripts, you would come across a situation in
which you are writing the same piece of code multiple times in the script. This makes the code
redundant and increases the complexity of the script by adding unnecessary lines to the code.
To simplify things, you can make use of functions which contains code in ‘general’ form, i.e. the
code will be independent.
You have been using the cmdlet ‘Get-Service’ a lot in our examples, this cmdlet is also a type of
an inbuilt function stored somewhere in the windows which does some magic to find the status
of the service. The example may create some doubts that why are you complicating things by
using functions, but our purpose here is to understand how you can create a function and use
them wisely in our scripts.
Functions can be broadly be created in 2 types as below:

I.  Without Parameters

Il.  With Parameters

Without Parameters: This is the simplest form of a function which when called will perform the
set of commands you write inside it. Example,



PS D:%\> function hi
{

| Untitled1.ps1* X |
write-Host "My name is John" -ForegroundColor Green 1 function hi
Write-Host "My age is 30" -ForegroundColor Yellow ?2 =
Write-Host "I like PowerShell" -ForegroundColor cyan

1

¥

Write-Host "My name is John" -ForegroundColor Green
Write-Host "My age is 30" -ForegroundColor Yellow
write-Host "I Tike Powershell" -ForegroundColor cyan

ame is John
My age is 30
I Tike PowerShell

WO s~ @ L s

hi

PS D:\>

Let us first understand the syntax of writing this type of function which is very simple and
straightforward.

function “our choice of name”

{
Ist line in code
2nd line in code
etc

As a good practice, you should always write the functions at the beginning of our script.

Now when you need to call the function, you just have to write the name of the function.

In the above example, you wrote a function with name ‘hi” with 3 ‘Write-Host” commands in it.
And to call it, you just wrote the name of the function to execute it.

With Parameters: This is a bit tricky, but you should be able to understand it easily if you
understood the first type of function.

[ Untitled1.ps1* X

PS D:\> function hi
{

param 1 function hi
( 23 {
[string]$name, 3 param
[int]$age 4 g
5 [string]l$name,
6 [int]$age
Write-Host " nMy name is : "$name -ForegroundColor Green 7 )
Write-Host "My age is : "$age -ForegroundColor Yellow 8
Write-Host "I Tike PowerShell™ -ForegroundColor cyan 9 Write-Host " 'nMy name is : "$name -ForegroundColor Green
1 10 Write-Host "My age is : "$age -ForegroundColor Yellow
11 Write-Host "I 1ike Powershell" -ForegroundColor cyan
12 1
hi -name Joe -age 35 13
14

15 hi -pame Joe -age 35
I like PowerShell

PS D:\>

For example, you want the code to be generic so that it can be used for any name and age. You
can make use of a function with parameters. The first way to write this type of function is as
below

function “our choice of name”

{

param

(
[data type]variablel,

[data type]variable2



)

1st line in code using variable 1
2nd line in code using variable 2

}

Now let us understand the syntax using the above example. You defined the name of the
function as ‘hi’, you also know that you must ask the user to provide name which is of data type
‘string” and age which is of data type ‘int’.

Now that you know what data type of parameters you are going to use; you just need to
mention a variable which will store the value. So, our function should now look like.

function hi

{

param

(

[string]Sname,
[int]Sage
)
}

And to call the function, you will pass on the information as below.

hi -name Joe -Age 35
So, what happens when you execute the above command. You are calling the function ‘h/’,
passing the name ‘Joe’ which gets temporarily stored in the variable ‘Sname’ and passing the
age 35’ which gets temporarily stored in the variable ‘Sage’.
Using these 2 variables, you printed the rest of the statements.

Practice 12:

i) Using functions without parameter, find the count of total services that are in running or
stopped state.

PS C:\> countstart
Total services in running state

PS C:\> countstop
Total services in stopped state

ii) Using function with parameter, find the count of total services that are in running or
stopped state.

PS C:\> countservice -status Running
Total services in running state = 129

PS C:\> countservice -status Stopped
Total services in stopped state = 145




Practice 13: Now that you have learnt all the basics, let us make use of all of them together.
1) Write a menu-based script which when executed will first show the below menu:
Area Calculator
Main Menu

Please select the option to perform the respective task

1:
4:

3) Display the result and show another menu that will give the options as below and perform the
respective tasks.

Enter the side of the square: 4

Area of the square : 16

Please select the next option

Enter your choice:

4) If ‘1’ is selected, it should take you back to the ‘Main Menu'. If ‘2’ is selected, it should exit from
the script and if any other entry is made, it should display that the entry is incorrect and ask the
user to re-enter the option.



Please select the next option

Enter your choice: 5

Please select the next option

Enter your choice:

Give it your best attempt before checking the answer.



15. Connecting to 0365

Nowadays everything is moving towards the cloud and to perform our tasks, you must connect
PowerShell to the online version of the application rather than using the on-premise one.

Before you start looking at the different ways, you must understand what a module is? A module is just
like a PowerShell script which contains various functions. Once you import the module in our PowerShell
session, you can make use of the functions that are present in that module.

Example, the module “Microsoft.PowerShell. Management” is installed on our machines which enables
us to make use of cmdlets such as “Get-Service”, “Copy-ltem”, “Get-EventlLog”.

PS C:\Windows\system32> Get-Module Microsoft.Powershell.Management

ModuleType Version Name ExportedCommands

Manifest 3.1.0.0 Microsoft.Powershell.Management {add-Computer, Add-Content, Checkpoint-Computer, CT

Let us now check how you can connect to a few online applications.

1) Exchange Online

e Before connecting to Exchange Online let us first understand how the Exchange Management
Shell (EMS) works in an on-premise environment.

e EMS s nothing but a shortcut for PowerShell through which it connects to any available
Exchange Server in your environment.

e If you open the properties of EMS shortcut, you can see that it uses an inbuilt function
“Connect-ExchangeServer” to automatically connect to any Exchange server in the environment.

C:\Windows\System32\WindowsPowerShell\v1.@\powershell.exe -noexit -command ". 'C:\Program Files\Microsoft\Exchange Server\vi5\bin
\RemoteExchange.psl'; Connect-ExchangeServer -auto -ClientApplication:ManagementShell "

m Exchange Management Shell Properties X

Security Details Previous Versions
General Shortcut Options Font Layout Colors

%d Exchange Management Shell

F

Targettype: Application

Targetlocation: v1.0

Target: ‘mge ps'\'l Connect-ExchangeServer -auto —ChemApp\‘

e Similarly, you can connect to a specific server via a normal PowerShell window using the cmdlet
“New-PSSession”. The below 3 commands can be executed to perform this action:

SCredential = Get-Credential

Since security is quite important, you need to have proper rights to authenticate and connect to the
Exchange Server. So, you will save our administrator credentials in the variable ‘SCredential’.

SSession = New-PSSession -ConfigurationName Microsoft.Exchange -ConnectionUri
http://ExchangeServerFQDN/PowerShell/ -Authentication Kerberos -Credential SUserCredential

Now, let us understand what is happening in the above command.



As the name suggests, the ‘New-PSSession’ cmdlet creates a new PowerShell
session(connection) to any local or remote computer.

Since you want to connect to an Exchange Server, you have mentioned the
“ConfigurationName” as “Microsoft.Exchange”.

Example, you have an exchange server “ExchangeServer01” and a non-exchange server
“Server01”.

When you execute the above command and connect to “ExchangeServer01”, it will work as
Microsoft Exchange is installed on the server. Now, if you try to connect to server “Server01”, it
will fail because this server does not have exchange installed on it. Therefore, whichever
configuration you use it should be present on the respective host that you are connecting to.
Also, if you do not mention anything then it will connect to a normal PowerShell session.

The parameter “ConnectionURI” is the remote host that you must connect to, which in our case
is the FQDN of an Exchange Server.

Through the above command, you have created a PowerShell session to an exchange server. The next
step would be to make use of this session for which you would need to execute the below command.

Once you have completed our work, you should always remember to disconnect the remote PowerShell
session by executing the below command.

Now that you have understood how you can connect to an Exchange Server using New-PSSession, lets
us connect to Exchange Online.

Since you know what was happening in the similar command while connecting to an on-premise
exchange server, you can relate what would be happening in case of the above command.

And once you have completed our work, execute the command to disconnect the session.

Note: The above steps make use of Basic Authentication which probably in most of the environments
would have been blocked by now as it is approaching the end of life.

Therefore, you need to know mechanisms that supports more secure methods like ‘Modern
Authentication’.



EXO V2 Module: The Exchange Online PowerShell V2 module uses Modern Authentication. It not only
contains better cmdlets than the previous version you discussed but only simplifies our work to connect
to Exchange Online.

You can always search for the name of the module on Microsoft’s site
(https://www.powershellgallery.com/) but if you want you can do some digging from PowerShell as
well.

exchangeonline*

rts MFA and connection to Government cloud.

d in BitTitan Runbool

You tried searching for a module with the string “*exchangeonline*” through the cmdlet “Find-Module”
but found 2 similar instances “ExchangeOnlineManagement” and “ExchangeOnlineShell”.

To identify the right module, you can look for the author in these 2 cases. In our case, you want the one
written by Microsoft.

ExchangeOnlineManagement Microsoft Corporation
ExchangeDnlineShell Andy Svintsitsky

To install the module, execute the below command.

> Install-Module ExchangeOnlineManagement

Untrusted repository

ou are installing the modules from an untrusted repository. If you trust this repository, change it
[Y] Yes [A] Yes to A1l [N] No [L] Mo to A1l [S] Suspend [?] Help (default is "N"): vy

PS5 (

PS C:

Once this has been completed, you must execute the cmdlet “Connect-ExchangeOnline” and you would
then be prompted to provide our credentials to connect to EXO.


https://www.powershellgallery.com/

in addition to the 9 new, faster, and more reliable cmdlets.

Get-CASMailbox
ilbox
MailboxFolderPermi G 1boxFolderPerm
OMailboxFolderS
ailboxPer

To get additional information, run: /exops -docs

Send your product impro vice.microsoft.com. For issues related to the medule, ¢

Sign in to your account

a% Microsoft

Sign in

|':|-|_1'|I phone, or Skype

No account? Create one!
Can't access your account?

Sign-in options

2) Azure Active Directory

To connect to Azure Active Directory, you must install a module to get the required cmdlets
imported in our PowerShell window.

Install-Module -Name AzureAD

Once the module has been installed, execute the below command to connect to AzureAD.

Connect-AzureAD

Once you are connected, you can make use of cmdlets that have “AzureAD” in it. Example,



Version Source

AzurefAD
M5CloudLoginAssistant
AzurefD
AzurefD
AzurefD
AzurefD
AzurefD
AzurefD
AzurefD
AzurefD
AzurefD
AzurefAD
AzurefD

refDApplicationProxyConnectorGroupMembers

reADDLL

refDApplicationOwner
urefDDeviceRegisteredOwner

refADDeviceRegisteredUser
refADDirectoryRoleMember
refADGroupMember
ureADGroupOwner
reADMSLifecyclePolicyGroup
reADServicePrincipalOwner
zureADDomain
Cmdlet
Cmdlet Disconnect-AzureAD

MR RN RN MRMBMNMBNLNRRDD SN
P O 00 00 0 00900 0O ®

But there are some cmdlets or tasks that cannot be completed when you use the above module
for which you require the module “MSOnline”

Install-Module MSOnline
Once the module has been installed, similarly connect to it as you did previously.
Connect-MsolService
Once you are connected, you can make use of cmdlets that have “Msol” in it. Example,
» Get-Command *msol*

Name Version Source
Cmdlet Add-MsolAdministrativeUnitMember
Cmdlet Add-MsolForeignGroupToRole
Cmdlet Add-MsolGroupMember
Cmdlet Add-MsolRoleMember
Cmdlet Add-MsolS5copedRoleMember
Cmdlet Confirm-MsolDomain
Cmdlet Confirm-MsolEmailVerifiedDomain
Cmdlet Connect-MsolService
Cmdlet Convert-MsolDomainToFederated
Cmdlet Convert-MsolDomainToStandard
Cmdlet Convert-MsolFederatedUser
Cmdlet Disable-MsolDevice
Cmdlet Enable-MsolDevice

MSOnline
M50nline
MSOnline
M50nline
M50nline
M50nline
MS0nline
MSOnline
M50nline
MS0Online
M50nline
M50nline
MSOnline

1.1
i
1.1
1.1
.
1.1
i
1.1
1.1
1.1
1.1
.
1.1

3) SharePoint Online
In case of SharePoint Online, instead of installing the module via cmdlet “Install-Module”, you
need to manually install the MSI for SharePoint Online Management Shell. The link for the
current version available is:

https://www.microsoft.com/en-us/download/details.aspx?id=35588

Once the MSI has been installed, execute the below commands to connect to the Admin Portal.
Replace <domainhost> with the name of your 0365 domain accordingly.


https://www.microsoft.com/en-us/download/details.aspx?id=35588

Scredential = Get-Credential
Import-Module Microsoft.Online.SharePoint.PowerShell -DisableNameChecking
Connect-SPOService -Url https://<domainhost>-admin.sharepoint.com -credential Scredential

4) Skype for Business Online
Similarly, to connect to SharePoint Online, you can install the current version of the MSI from
the below link:

https://www.microsoft.com/en-us/download/details.aspx?id=39366

Once the MSI has been installed, execute the below commands to connect to the Admin Portal.
Import-Module SkypeOnlineConnector
SsfboSession = New-CsOnlineSession -Credential Scredential

Import-PSSession SsfboSession


https://www.microsoft.com/en-us/download/details.aspx?id=39366

16. Tips:
I am writing the below tips on my experience and what | have learnt from others. It may not be the best
information, but it has helped me in developing my PowerShell skills.

1) ‘# (hash)is a character that can be used to write remarks in a script. If you add a ‘# in front of
any line, it will be considered as a comment and it will not be complied.

As a good practice, write a short summary in the beginning of the script about its purpose by
using “#, <# #>". This way if someone else is reading the script, they can get a little overview
before going through the entire script.

2) Always try to make your script as generic as possible. The static information like paths to a file or
the path to which the data should be exported should be as dynamic as possible.

In this way, if the script must be moved or executed from a different place, then there should be
minimum modification required.

3) After you make the script as generic as possible, there would always be some variables or
constant values that would have to be used in the script. Example, you need to find the list of
users present in an OU. To make the script generic, you can save the OU in a variable and then
call the variable, when you are executing the command.

Also, such variables should be written in the beginning of the script with a short explanation so
that the next person who reads the script can easily identify the purpose of the variable.

e

$ou "QU=Sales ,0U=Department,0U=LabUsers,DC=1ab,DC=local"”, "OU=Finance,0U=Department,OU=LabUsers,DC=1ab,DC=local™

## The oU variable contains the information about the 0OUs in which we must find the users

TN A U B

Sresult = @() ## This is an empty array which will store the user information found in the OUs
6 foreach($o in $0U)
8 Susers Get-ADUser -SearchBase $o -Filter *
9 $result $users
10

12 S$result

4) This is my personal preference, if | am executing a script, | always like to know the time taken by
it to complete. There could be other ways to find the information, but I do it in the below way.

Start-Transcript

$date = Get-Date ## To be used to see the total run time of the
script
<#
Code
#>
write-Host " nRun time to generate report was $(((get-date) - $date).totalseconds)

seconds."

Stop-Transcript



5) Whenever you import a PS Session in a script, you should always remember to remove it at the
end. In this way you close the session to the respective host and avoid causing any unwanted
issues.

e T .
$UserCredential = Get-Credential
§Session = New-PSSession -ConfigurationName Microsoft.Exchange -ConnectionUri https://outlook.office365.con/powershell-1iveid/ -Credential $UserCredential -Authentication Basic -AllowRedirection
Import-PSSession $Session -DisableNameChecking

<t
Code|
#

Remove-PSSession §Session

6) A good script or program should perform the steps accurately but should look good as well,
therefore, there should be proper indentation while writing the code. Also, whenever you must
write a code which involves curly braces ‘{}, always open and end it before writing the code
inside it. This way the code will be properly indented, and you will not forget closing the loops.
This is again my personal preference and you can do as per your convenience.

4
5 foreach($u in $users)
be ]

7) If you are using a temporary variable inside a loop, you should always set it as ‘null’ before using
it. If you do not do this and if at a step the command fails, then the variable will contain the
value from the last iteration. Example,

Sresult = a() _ ## Empty table to store the information
$users = Get-Content C:\Temp\Users.txt ## List of users on which action has to be performed

foreach($u in Susers)

$data = $null
$data = Get-ADuser 3%u
$result += $datal

(=Rl N N R N
I

=1

8) If you have a loop that will work on thousands of objects, then you should avoid using ‘Write-
Host’ in it as it slows down the overall execution time.

9) Itis always good to keep track of the execution of the script both when you are executing it
manually or scheduling it. To do this, the simplest way is to make use of the cmdlets ‘Start-
Transcript’ and ‘Stop-Transcript’. By default, the transcript is saved in the ‘Users’ directory and if
you want to save it at a specific location, you can define it while starting it.

Start-Transcript c:\Temp\Logs\logs.txt

1

2

3 E<#

4 code
5 #>

6

Stop-Transcript|



10) Sometimes, when you are working on a big script, it is easier to split it in multiple parts and then
call them from the main script.
To call a second script from the first script, you can do it by writing it in the form

. .\functions.ps1
Make sure that both the scripts are kept in the same location as “.\” looks for the file in the

same location where the first one is present.
Afunctions. psl # Inporting script containing functions in the script

11) How to add a tab or a new line when you are displaying information in the PowerShell window.

Normal Case:

PS5 C:\> Write-Host "First Line" (. N
Write-Host "Second Line” R |

First Line 1 Write-Host "First Line"
Second Line 2  Write-Host "Second Line"

PS C:\>

Now, if you want an additional line between “First Line” and “Second Line”, you can either write
“n” at the end of “First Line” or at the beginning of “Second Line”

PS C:\> Write-Host "First Line n" (s i

Write-Host "Second Line" Untitled1.ps1* X |

First Line 1 write-Host "First Line n"
2  Write-Host "Second Line'|
Second Line

PS C:\>

PS C:\> Write-Host "First Line" (s )

Write-Host " "nSecond Line" S

First Line 1  Write-Host "First Line"

2  Write-Host " 'nSecond Line"
Second Line

PS C:\>

To introduce a tab in the string, you can use “t’.

PS C:\> Write-Host "First Line" (e '
Write-Host " tSecond Line" Untitled1.ps1* X
Write-Host "t t Third Line" 1 Write-Host "First Line"
First Line 2  Write-Host " tSecond Line"
Second Line 3 Write-Host "'t t Third Line"|
Third Line

PS C:\>




12) Till PowerShellv5, you do not have the option to make changes to the title of the ‘Get-
Credential’ popup box. An alternative to achieve this is via the below command.

Scred = Shost.ui.PromptForCredential("Custom Title", "Enter your custom account user name and
password", "John", "")

Shost.ui.PromptForCredential ("Custom Title", "Enter your custom account user name and password”, "John", ™)
Custom Title ? X
=
E i»
Ty R
Al T
Enter your custom account user name and password
User name: |ﬁ John V| .
Password: || |

In PowerShell 6.0, the option for ‘Title’ has been introduced and the above task can be
performed using the command.

Scred = Get-Credential -Message "Enter your custom account user name and password" -Title "Custom
Title" -UserName "John"

13) When you are working on an activity in which you must perform a removal action, PowerShell
prompts us to confirm. If it is a bulk activity, it is not feasible to provide confirmation hundreds
of time. In this case, you can add “-confirm:Sfalse” at the end of the command through which
you do not have to confirm every time.

Remove-ADGroupMember TestDLOL testuserl

iContirm ; Y
jAre you sure you want to PEI“FDI‘m this action?
.Pe_rform'lm:; the operation "Set" on target "CN=TestDLO01,0U= LabGroups ,DC= la

Yes [A] Yes to A11T [N] No [L] No to A1l [5] Suspend [?] Help (default is "Y

> Remove-ADGroupMember TestDLO1 testuserl
>

14) Sometimes when you are checking an output of a command, you may not get all the values on
the screen and the data is truncated.

Get-Module Microsoft.PowerShell.Management | f1 ExportedCommands

ExportedCommands : {[Add-Computer, Add-Computer], [Add-Content, Add-Content], [Checkpoint-Computer, Checkpoint-Computer], [Clear-Content, Clear-Content]...}




In the above example, you can see that there are many commands present in the module
“Microsoft.PowerShell. Management” but you do not see all those commands right away and a
part of the information is displayed followed by 3 dots at the end.

To display all the information, you can first run the below command.

SFormatEnumerationLimit = -1

15)

crosoft.PowerShell.Management | f1 ExportedCommands

: {[Add-Computer, Add-Computer], [Add-Content, Add-Content], [Checkpoint-Computer, Checkpoint-Computer], [Clear-Content, Clear-Content]...}

In the above point you were able to view the entire information in the output, what if you want
to copy all of it. One way which you all are aware of is to select the content and then paste it but
if a lot of text must be copied then it is a tedious task. The simplest way to copy large text is to
add “ | clip” at the end of the command and all the information that gets displayed through that
command gets copied on the clipboard.

Get-Module Microsoft.PowerShell.Management | f1 ExportedCommands | clip




17. Answers to Practice questions:

Practice 1:

$arrayl = @(1,2,3)
$array2 = @(4,5,6)

$array3 = @Q)

$array3 += $arrayl[0] + $array2[0]
$array3 += $arrayl[1l] + S$array2[1]
$array3 += $arrayl[2] + $array2[2]

$array3

PS C:\> $arrayl = @(1,2,3) [ 5
$array? — @(4,5,6) Untitled1.ps1* X |
1 Sarrayl = @(1,2,3) ## Defined array 1

$array3 = @a() 2 Sarray? = @(4,5,6) ## pefined array 2

3
$array3 += $arrayl[0] $array2[0] 4
$array3 += S$arrayl[1] + $array2[1] 5
6
7
8

Sarray3 = a() ## Defined empty array 3 to store the output

$array3 += $arrayl[2] + $array2[2]

## The += is how we will make use of the concept for concatenation
$array3 $array3 += $arrayl[0] + Sarray2[0]

9 ## The [0],[1]1.[2] at the end of the arrays is how we are targetting the particular value in each array.
10 ## In this way the first value in array 1 gets added to first value of array 2

11 ## And the result is then stored in the first location of array 3

13 Sarray3 += $arrayl[1] + Sarray2[1]
14  Sarray3 += S$arrayl[2] + Sarray2[2]|

16 Sarray3

Practice 2:

$hashl
$hash?2

@{Name="3John","Joe","Mary";Daysworked=12,20,18}

@{Name="John","Joe","Mary";SsalaryPerbay=100,120,150%}

$Johnsalary = $hashl.Daysworked[0] * $hash2.salaryPerbay[0]
$Joesalary = $hashl.Dpaysworked[1] * $hash2.salaryPerDay[1]
$Marysalary = $hashl.Daysworked[2] * $hash2.salaryPerbay[2]

$hash3 =
@{N?me=§hashl.Name[O],$hash1.Name[1],$hash3.Name[2];Sa1ary=$JohnSa1ary,$JoeSa1ary,$Mar
ySalary

$hash3

TR S T T T T e S n
PS C:\> $hashl = @{Name="John","Joe", "Mary";DayswWorked=12,20,18} UntitledT.ps1* X

Shash2 = @{Name="John","Joe","Mary";SalaryPerDay=100,120,150} 1 Shashl = @{Name="John","Joe", Mary";DayswWorked=12,20,18}
2
$Johnsalary = $hashl.Daysworked[ $hash2.SalaryPerDay[0] 3 Shash? - @{Name="John","Joe","Mary";SalaryPerday=100,120,150}
$Joesalary = $hashl.DaysWorked[1] * Shash2.SalaryPerDay[1] 4
$MarySalary = $hashl.Daysworked[2] * $hash2.salaryPerbay[2] 5 $JohnSalary = Shashl.DaysWorked[0] * $hash2.salaryPerDay[0]
6 $Joesalary = $hashl.Daysworked[1] * $hash2.SalaryPerDay[1]
$hash3 = @{Name=$hashl.Name[0],$hashl.Name[1],$hash3.Name[2];Salary=$JchnSalary 7 SMarysalary = Shashl.DaysWorked[2] * $hash2.SalaryPerDay[2]
$hash3 8
9 Shash3 = @{Name=Shashl.Name[0],$hashl.Name[1],Shash3.Name[2];Salary=§JohnSalary,$JoeSalary, SMarySalary}
10  Shash3|

{1200, 2400, 27003}
{John, Joe, Mary}




Alternate way using [PSCustomObject]

$htl = [PSCustomObject]@{

Name = "John","Joe","Mary"

?aysWorked = 12,20,18

$ht2 = [PSCustomObject]@{
Name

"JOhn", ||Joe|l , "Mary"

§a1aryPerDay = 100,120,150

$ht3 = @O

$sall = $htl.paysworked[0] * $ht2.SalaryPerbDay[0]
$sal2 = $htl.paysworked[1] * $ht2.salaryPerbDay[1]
$sal3 = $htl.paysworked[2] * $ht2.salaryPerDay[2]
$ht = [PSCustomObject]@{

Name = $htl.Name[0]
?a]ary = $sall

$ht3 += $ht
$ht [PSCustomoObject]@{

Name = $ht2.Name[1]
§a1ary = $sal2

$ht3 += $ht

$ht [PSCustomObject]@{
Name = $htl.Name[2]
?a]ary = $sal3

$ht3 += $ht
$ht3

:\> $htl = [PSCustomObject]@{

Untitled1.ps1* X

Nam John oe L
DaysWorked = 12,20,18 1 Hshtl = [PSCustomObject]@{
1 2 Name = "John", "Joe", "Mary"
3 DaysWorked = 12,20,18
$ht2 = [PSCustomObject]@{ 4 1
Name = "John","Joe","Mary" 5
SalaryPerDay = 100,120,150 6 =%ht2 = [PSCustomObject]@{
3 7 Name = "John", "Joe", "Mary"
8 SalaryPerDay = 100,120,150
$ht3 = aQ 9 1
10
$sall = $htl.Daysworked[0] $ht2.salaryPerDay[0] 11 Sht3 = eQ)
$sal $htl.Daysworked[1] $ht2.salaryPerDay[1] 12
$sal $htl.DayswWorked[2] $ht2_salaryPerDay[2] 13 $sall = $htl.DaysWorked[0] * $ht2.SalaryPerDay[0]
14  $sal2 = $htl.DaysWorked[1] * Sht2.SalaryPerDay[1]
$ht = [PsCustomobjectl@{ 15  $sal3 = $htl.paysworked[2] * Sht2.SalaryPerDay[2]
Name = $htl.Name[0] 16
salary = $sall 17 m$ht = [PSCustomObject]@{
3 18 Name = $htl.Name[0]
19 Salary = §sall
$ht3 += sSht 20 1
21
$ht = [PSCustomObject]@{ 22 $ht3 += $ht
Name = $ht2.Name[1] 23
Salary = $sal2 24 =8ht = [PSCustomObjectl@{
3 25 Name = $ht2.Name[1]
26 salary = §sal2
$ht3 += $ht 27 }
28
$ht = [PSCustomobject]@{ 20 Sht3 4= Sht
Name = $htl.Name[2] 30
salary = $sal3 31 g$ht = [PSCustomObject]@{
3 32 Name = Shtl.Name[2]
33 Salary = $sal3
$ht3 += Sht 34 }
35
36 $ht3 += $ht
PS C:\> $ht3 37 sht3

Name Salary

1200
2400
2700

John
Joe
Mary




Practice 3:
$name = Read-Host "what 1is your name"

Write-Host "My name is : "$name -ForegroundColor Green

PS C:\> $name = Read-Host "what is your name [ Untitled1.ps1* X

Write-Host "My name is : "$name -ForegroundColor Green 1 S%name = Read-Host "what is your name"
what is your name: Joe 2 ) i
s 1 ] 3 Write-Host "My name is : "$name -ForegroundColor Green|

Practice 4:

First question:

$valuel = Read-Host "Enter the first value"
$value?2 Read-Host "Enter the second value"

1f§$va1uel -gt $value2)
Write-Host "The higher number is : "$valuel

else

{

Write-Host "The higher number is : "$value2

PS C:\> $valuel = Read-Host "Enter the first value"

$value?2 = Read-Host "Enter the second value" Untitled1.ps1* X

) i 1  $valuel = Read-Host "Enter the first value"
if($valuel -gt $value2) 2 $value2 = Read-Host "Enter the second value"
3
Write-Host "The higher number is : "$valuel 4 =<# The below statement will validate whether value 1 is greater or value 2
} 5 The answer will be either True or False.
else 6 If the answer is True, the execution will go to the code present in {} after "if’
7 If the answer is false, the execution will got the code present in {} after 'else’
Write-Host “"The higher number is : “$value2 8 | #
} 9
Enter the first value: 12 10 if($valuel -gt $value2)
Enter the second value: 10 11 =
The higher number is : 12 12 Write-Host "The higher number is : "$valuel
13 1
PS C:\> 14 else
15 =
16 Write-Host "The higher number is : "$value2
17 3

Second question:

write-Host "Select Country" -ForegroundColor Yellow
write-Host "1 : India" -ForegroundColor_Cyan
write-Host "2: Australia" -ForegroundColor Cyan
write-Host "3: china" -ForegroundColor Cyan
$choice = Read-Host "Please select country"
if($choice -eq "1")
{
write-Host "India's captital is New Delhi" -ForegroundColor Green
elseif($choice -eq "2")
{
write-Host "Australia's capital is Canberra" -ForegroundColor Green
elseif($choice -eq "3")
{
write-Host "China's capital is Beijing" -ForegroundColor Green
else

write-Host "Wrong choice" -ForegroundcColor Red



PS C:\> Write-Host “Select Country" -ForegroundColor Yellow|
Write-Host "1 : India" -ForegroundColor Cyan
Write-Host Australia" -ForegroundColor Cyan
Write-Host China" -ForegroundColor Cyan
$choice = Read-Host "Please select country”
if($choice -eq )
Write-Host "India's captital is New Delhi" -ForegroundC
1
1
elseif($choice -eq "2")

Write-Host “"Australia's capital is Canberra"™ -Foregroundj
1

e:‘IsE'i'F($chn'i ce -eq "3")

Write-Host “"China's capital is Beijing" -ForegroundColor

1
else

]Wr'itefﬂost "Wrong choice" -ForegroundColor Red
1
Select Country
1 : India
Au 1
Chir
Please select country: 2
tralia tal 1

Practice 5:

First question:

Get-Process |

notepad
notepad

PS C:\>

Second question:
Get-Childitem -pPath "C:\temp\test"

sfile =
Name, Length

$sizeinkB = $file.Length/1KB
$sizeinMB = $file.Length/1MB
" "$file.Name
"$sizeinkB
"$sizeinMB

‘nFileName
"Size in KB
"Size in MB

Write-Host
write-Host
Write-Host

Get-ChildItem -Path "C:\temp\test"

Directory: C:\temp\test

Mode Name

51986 Notepadl.txt
675854 Notepad?.txt
1177861 SampleFile.csv

5/31/26;0 12:4
5/31/2020 12:
5/29/2020  2:

$file = Get-childItem -Path "C:\temp\test" | where {$_.Name -Tike "
$sizeinkB = $file.Length/1kB

= $file.Length/1MB

$sizeinM

$file.Name
$sizeinkB
$sizeinMp

write-Host " nFileName
Write-Host "Size in K8
Write-Host "Size in MB

SampleFile.csv
1150.2548828125
1.12329578399658

FileName :
Size in KB :
Size in MB :

Practice 6:

$csv =

Import-Csv C:\temp\students.csv

?{$_.ProcessName -eq "notepad"}

Get-ChildItem -Path "C:\temp\test"

1

| Untitled1.ps1* X

Write-Host "Select Country" -ForegroundColor Yellow
Write-Host "1 : India" -ForegroundColor Cyan
Write-Host "2: Australia™ -ForegroundColor Cyan
Write-Host "3: China" -ForegroundColor Cyan
f$choice = Read-Host "Please select country"
if($choice -eq "1")
Write-Host "India's captital is New Delhi" -ForegroundColor Green
elseif($choice -eq "2")
Write-Host "Australia's capital is Canberra" -ForegroundColor Green
elseif($choice -eq "3")
Write-Host "China's capital is Beijing" -ForegroundColor Green

else

Write-Host "Wrong choice" -ForegroundColor Red

| Sselect ProcessName, Id

Untitled1.ps1* X
1 Get-Process | 7{$_.ProcessName -eq "notepad"} Select ProcessName,Id

## Alternative and direct way

[CENTEN]

Get-Procesk Notepad | Select ProcessName,Td

" Select

| where {$_.Name -Tike .csv"}

Untitled1.ps1* X

Get-ChildItem -Path "C:\temp\test"

$file = Get-ChildItem -Path "C:\temp\test" | where {$_.Name -Tike "*.csv"}
$sizeinkB = $file.Length/1KB

SsizeinMB = §file.Length/INB

select Name,Length

"$file.Name
"$sizeinks
"3sizeinMB

VWrite-Host "“nFileName :
write-Host "size in KB :
Write-Host "Size in MB :
## Alternative to find the csv file

Get-ChildItem -Path "C:\temp\test\*.csv" | select Name,Length



$result = @Q)
foreach($c in $csv)

if([int]$c.Age -ge 4 -and [int]$c.Age -Te 10)
$school = "Junior"

e%seif([int]$c.Age -ge 11 -and [int]$c.Age -le 17)
$school = "senior"

$%emp = [PSCustomObject]@{
Name = $c.Name

School = $school

b
$result += $temp

$result

PS C:\> $csv = Import-Csv C:\temp\students.csv

Untitled1.ps1* X
$result = @) 1 $csv = Import-Csv C:\temp\students.csv

foreach($c in $csv) 3 Sresult = @O
4
if([int]$c.Age -ge 4 -and [int]§c.Age -le 10) 5 foreach($c in Scsv)
6 5
$school = "Junior" 7 if([int]$c.Age -ge 4 -and [int]$c.Age -le 10)
} 8 [
elseif([int]$c.Age -ge 11 -and [int]l$c.Age -le 17) 9 $school = "Junior"
10
$school = "Senior" 11 elseif([int]ic.Age -ge 11 -and [int]$c.Age -Te 17)
3 12 =
$temp = [PSCustomObject]@{ 13 $school = "senior™
Name = $c.Name 14
School = $school 15 $temp = [PSCustomObject]@{
b 16 Name = $c.Name
$result += $temp 17 School = $school
} 18 3
19 $result += $temp
$result 20 1
21
22 Sresult
Name School 23 |

John Junior
Joe Senior
Mary Junior
Tom Senior
Lily Senior
Emily Junior

Practice 7:

$groups = @("Red","Green","Yellow","Blue")

$result = @Q)
foE($1 =1; $i-Te 20 ; $i++)

$g = Get-Random $groups
$temp = [PSCustomObject]@{
RolINumber = $i
Group = $g
$result += $temp

$result



PS C:\> $groups = @("Red","Gre

$result = a()
for($i =1 ; $i-le 20 ; $i+4)
$g = Get-Random $groups
$temp = [PSCustomObject]@{
RolINumber = $i
G:‘oup = 39

1
$result += $temp

1
¥
$Sresult

Rol1Number Group

Practice 8:

en","Yellow","Blue")

Untitled1.ps1* X

whiTle(Get-Process Notepad -ErrorAction SilentlyContinue)

write-Host "Notep

Practice 9:

$ctl = 0
do

{

$ch = $null

$ch = Get-Process |
if($ch -ne $null)
{$ct2 = 2
write-Host "Notepad
Start-Sleep -Seconds
$ctl++

else

{$ct2 = 1}
Iwhile($ct2 -ne 1)
$ctl

ad is running"

?{$_.name -1ike "note*"}

is running"
1

Sgroups = @("Red","Green","Yellow","Blue™)

fresult = @)
for($i =1 ; $i-le 20 ; $i++)
$g = Get-Random Sgroups
$temp = [PSCustomObject]@{
RolTNumber = $1i
Group = fg
$result += $temp

Sresuly



PS C:\> $ctl = 0
do

{

$ch = $null

$ch = Get-Process
if($ch -ne $null)
{$ct2 = 2
Write-Host "Notepad is running”
Start-Sleep -Seconds 1

?ct1++

| ?{%_.name -like "note*"}

g

else

{$ct2 = 1}
lwhile($ct2 -ne 1)
$ctl
Notepad is
Notepad is
Notepad is
Notepad is
Notepad is
5

running
running
running
running
running

PS C:\>

Practice 10:

$ctl = 0

do

{

$ch = $null

$ch = Get-Process | ?{$_.name -1like "note*"}

if($ch -ne $null)

{$ct2 = 2

Write-Host "Notepad is running"
Start-Sleep -Seconds 1

§Ct1++

else

{$ct2 = 1}
until($ct2 -eq 1)
$ctl

PS C:\> $ctl = 0
do

{

$ch = $null

$ch = Get-Process
if($ch -ne $null)
{$ct2 = 2
Write-Host "Notepad is running”
Start-Sleep -Seconds 1

?ct1++

| ?7{$_.name -like "note*"}

¥

else

{$ct2 = 1}
Juntil($ct2 -eq 1)
[Yaul

Notepad is running
Notepad is running
Notepad is running

PS C:\>

Practice 11:

"Enter first number"
"Enter second number"

Read-Host
Read-Host

[int]$nl
[int]$n2

Untitled1.ps1* X

[Ty~ <R I o) V. I AR RO N o)

$ctl = 0
do
=il
$ch = $null
$ch = Get-Process ?{%_.name -Tike "note*"}

if($ch -ne $null)
S {fct2 = 2
Write-Host "Notepad is running"
Start-Sleep -Seconds 1
$ctles
}
else
{fct2 = 1}
Iwhile($ct2 -ne 1)
$ctl

Untitled1.ps1* X

W00~ i fa o R

=
]

11
12
13
14
15

$ctl = 0
do
=it
$ch = $null
$ch = Get-Process ?{%_.name -like "note*"}
if($ch -ne $null)
J{%ct2 = 2
Write-Host "Notepad is running"
Start-Sleep -Seconds 1
$ctles
I
else
{$ct2 = 1}
tuntil($ct2 -eq 1)
$ctl



write-Host
write-Host
write-Host
write-Host
write-Host

$ch = Read
sw}tch($ch
1

{
$s .
wri

{
$s

wri

{
$s .
wri

{
$s

wri

[int]$n

= Read
Write-Host "Cal
Write-Host
Write-Host
Write-Host
Write-Host

$ch = Read-Host
sw}tch(Sch}
1

{
$5 = $nl+$n2
Write-Host

-

3

2

{
$s = $nl-$n2

-

3

3

{
$s = $n1/8$n2

1

3

4

{
$s = $n1*$n2

1

3
1
k)

Enter first number:

-Host “Enter second number"
1 [int]$nl = Read-Host "Enter first number"
culator™ -ForegroundColor Green 2 [int]$n2 = Read-Host "Enter second number"
"1: Addition"™ -ForegroundColor Yellow 3
: Subtraction” -ForegroundColor Yellow 4  write-Host "Calculator" -ForegroundColor Green
: Division" -ForegroundColor Yellow 5 Write-Host "1: Addition" -ForegroundColor vellow
"4: Multiplication" -ForegroundColor Yellow 6 Write-Host "2: Subtraction" -ForegroundColor Yellow
7  Write-Host "3: Division"™ -ForegroundColor Yellow
“Enter your choice” 8 Write-Host "4: Multiplication” -ForegroundColor Yellow
9
10  $ch = Read-Host "Enter your choice"
11
12 switch(3ch)
13 = {
14 1
"Sum is : "$s 15 = {
16 $s = $nl+8n2
17 Write-Host "Sum is : "3s
18
19 2
Write-Host "Difference is : 20 = {
21 $s = $nl1-8n2
22 Write-Host "Difference is : "3s
23
24 3
Write-Host "Quotient is : "$s 25 = {
26 $s = $n1/$n2
27 Write-Host "Quotient is : "$s
28
29 4
Write-Host "Product is : "$s 30 = {
31 $5 = $nl*3n2
32 write-Host "Product is : "§s
33
18 34 3}
mber: 16 35 |

Enter second nu
Calculator

1: Addition

2: subtraction
3: Division

4: Multiplicati
Enter your choi
Product is : 2

Practice 12:

"Calculator" -ForegroundColor Green

"1l: Addition" -ForegroundColor Yellow

"2: Subtraction" -ForegroundColor Yellow
"3: Division" -ForegroundColor Yellow

"4: Multiplication" -ForegroundColor Yellow

-Host "Enter your choice"

)

$nl1+$n2

te-Host "Sum is : "$§s

= $n1-$n2

te-Host "Difference is : "$s
= $nl/$n2

te-Host "Quotient is : "$s

= $nl*$n2

te-Host "Product is : "$s

1 = Read-Host "Enter first number"

on
ce: 4
88

First question:

| Untitled1.ps1* X |



function countstart
$start = Get-Service | ?{$_.Status -eq "Running"}
Write-Host "Total services in running state = "$start.count
function countstop
$stop = Get-Service | ?{$_.Status -eq "Stopped"}
wWrite-Host "Total services in stopped state = "$stop.count
countstart

countstop

PS C:\> function countstart

| Untitledtps1* X |

$start = Get-Service | ?{$_.Status -eq "Running"} 1 function countstart
write-Host "Total services in running state = "§start.count =
} 3 $§start = Get-Service ?{§_.Status -eq "Running”}
4 Write-Host "Total services in running state = "$start.count
function countstop 5
6
$stop = Get-Service | ?{$_.Status -eq "Stopped"} 7  function countstop
Write-Host "Total services in stopped state = "$stop.count 8 = {
} 9 $§stop = Get-Service ?{$_.Status -eq "Stopped"}
10 Write-Host "Total services in stopped state = "$stop.count
PS C:\> countstart 11
Total services in running state 7 12
13 countstart
PS C:\> countstop 14
Total services in stopped state 7 15 countstop
16
PS C:\> 17
118 |

Second question:
function countservice
param
[string]$status
1fg$status -eq "Running")

$start = Get-Service | ?{$_.status -eq "Running"}
Write-Host "Total services in running state = "$start.count

e1?eif($status -eq "Stopped")

$stop = Get-Service | ?{$_.sStatus -eq "Stopped"}
write-Host "Total services in stopped state = "$stop.count

}
countservice -status Running

countservice -status Stopped



PS C:\> function countservice

| Untitled1.ps1* X |

param 1 function countservice
S
[string] $status 3 param
4 =
if($status -eq "Running™) 5 [string]$status
{ 6
$start = Get-Service | ?{$_.Status -eq "Running”} 7 if(§status -eq "Running™)
Write-Host "Total services in running state = "$start.count 8 = {
3 9 $start = Get-Service | ?{%_.Status -egq "Running"}
elseif(§status -eq "Stopped™) 10 Write-Host "Total services in running state = "$start.count
{ 11 ¥
$stop = Get-service | 7{$_.Status -eq "Stopped”} 12 elseif($status -eq "Stopped™)
Write-Host “"Total services in stopped state = "$stop.count 13 = {
3 14 $stop = Get-Service ?{$_.status -eq "Stopped"}
} 15 Write-Host "Total services in stopped state = "$stop.count
16
PS C:\> countservice -status Running 17 T
Total services in running state = 129 18
19 countservice -status Running
PS C:\> countservice -status Stopped 20

Total services in stopped state = 145

Practice 13:

function mainmenu

write-Host
Wwrite-Host
write-Host

write-Host
write-Host
write-Host
write-Host

write-Host

(1]

21 countservice -status Stopped

"t t tArea Calculator" -ForegroundColor Green
n t t tMain Menu" -ForegroundColor Yellow

""nPlease select the option to perform the respective task n" -
ForegroundColor Yellow

lll:
"2:
"3
"4

Y

Area of
Area of
Area of
Area of

Exit n"

Square" -ForegroundColor Green
Rectangle" -ForegroundColor Green
Circle” -ForegroundColor Green
Triangle" -ForegroundColor Green

-ForegroundcColor Green

$choice = Read-Host "Enter your choice"

return $choice

}

function checkmenu

write-Host
write-Host "

‘n nPlease select the next option" -ForegroundColor Yellow
i nl: Return to Main Menu" -ForegroundColor Green
wWrite-Host "2:

Exit n" -ForegroundColor Green

$ch2 = Read-Host "Enter your choice"

1fg$ch2 -eq "1")

continue

1f%$ch2 -eq "2")

exit

else

{

write-Host
checkmenu

}
function square

cls
write-Host

"nEnter

correct option" -ForegroundColor Red

"t t tArea of Square n" -ForegroundColor Green

[int]$side = Read-Host "Enter the side of the square"
$area = $side

write-Host

checkmenu

"

* $side
"nArea of the square : "$area -ForegroundColor Green



function rectangle

cls

Write-Host " 't tArea of Rectangle n" -ForegroundColor Green
[int]$Tength = Read-Host "Enter length of the rectangle"
[int]$breadth = Read-Host "Enter breadth of the rectangle"
$area = $length * $breadth

wWrite-Host " nArea of the rectangle : "$area -ForegroundColor Green

checkmenu

3
function circle

cls

write-Host "t tArea of Circle n" -ForegroundColor Green
[int]$radius = Read-Host "Enter the radius of the circle"
$area = 3.14*$radius*$radius

write-Host " nArea of the circle : "$area -ForegroundColor Green
checkmenu
}
function triangle
cls - . .
Write-Host " t tArea of Triangle n" -ForegroundColor Green

[int]$height = Read-Host "Enter height of triangle"
[int]$base = Read-Host "Enter base of triangle"
$area = 0.5*$height*$base

Write-Host " nArea of Triangle : "$area -ForegroundColor Green
checkmenu
3
do
{
cls
$chl = mainmenu
switch($chl)
{
1
{
cls
square
checkmenu
2
{
cls
rectangle
checkmenu
}
3
{
cls
circle
checkmenu
}
4
{
cls
triangle
checkmenu
}
}

}while($chl -ne "5™)
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